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Highlights

- A multimodel agent-based simulation environment (PULSE) is presented.
- Model integration techniques suggested: common space and commonly controlled agents.
- Crowd pressure metrics for simulating crushing and asphyxia in crowds are proposed.
- Simulations of evacuation from cinema building to the city streets are carried out.

Abstract

The increasing interest in complex phenomena, especially in crowd and pedestrian dynamics, has conditioned the demand not only for more sophisticated autonomous models but also for mechanisms that would bring these models together. This paper presents a multimodel agent-based simulation technique based on the incorporation of multiple modules. Two key principles are presented to guide this integration: a common abstract space where entities of different models interact, and commonly controlled agents—abstract actors operating in the common space, which can be handled by different agent-based models. In order to test the proposed methodology, we run a set of simulations of cinema building evacuation using the general-purpose PULSE simulation environment. In this paper we utilize crowd pressure as a metric to estimate the capacity of different emergent conditions to traumatically affect pedestrians in the crowd. The proposed approach is evaluated through a series of experiments simulating the emergency evacuation from a cinema building to the city streets, where building and street levels are reproduced in heterogeneous models. This approach paves the way for modeling realistic city-wide evacuations.
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1. Introduction

Large mass gatherings attract millions of people around the world annually. Some of these are spontaneous or non-administered, whereas majority is run by teams of managers who are in charge of establishing safe and comfortable conditions for visitors. But in order to do this, emergency planning specialists and organizers of mass gatherings have to take into account a wide variety of potential threats, such as natural and technological disasters, and acts of violence. This in turn leads to a multitude of scenarios, each of which incorporates numerous objects or actors into either stochastic processes, where a similar set of initial conditions and parameter values lead to different outputs, or deterministic processes, where initial conditions and parameter values fully determine the output.

The question is—how can we study and understand such complex phenomena? One way to do this is by describing the core features of the constituting elements mathematically using computer modeling. Models imitate real systems and processes and can vary from simple projections to instances exposing high levels of complexity. Modeling is used to fulfill a large variety of tasks; from...
emulation of emergency situations and crisis events that are used to inform decision-making, to evaluating physical capacities of the premises where events are hosted (used in planning).

A significant number of pedestrian models has treated modeled space as an isolated system that either deals with a pre-defined number of agents or generates (and terminates) these agents at its boundaries. These models are convenient to use especially when simulating the behavior of pedestrians in a confined space where communication with other spaces can be neglected; this is true about building-scale models, for instance. But on larger scales, the use of “sealed” models becomes questionable as these models consequently need to be expanded and simplified in order to improve their comprehensiveness and to compensate for increasing computational demands. A potential side-effect is compromising precision, which is the specific advantage of models narrowly focused on smaller scales.

In this paper we explore the possibilities of solving this issue through coupling heterogeneous models without disrupting their integrity. More specifically, we model the behavior of agents on two scales with the use of agent-based models interacting in the proposed agent-based simulation environment – PULSE [1]. We couple two modeling spaces – city district and the confined area inside the cinema, to see how interknitted abstractions representing one phenomenon (district-level evacuation process) can effectively merge. There are several factors that had been taken into account when designing integration mechanism: (a) differences in formatting among the models; (b) software-wise differences; (c) differences in data usage.

The environment described in this paper is composed of methods and technologies that are capable of aggregating into multi-model pedestrian simulation systems. This allows the user to easily design models given characteristics of space and agents’ behavior and instantly process the input with the help of the analytical unit provided within the environment. Though the area of application is not limited to the simulation of crowd motion in mass gatherings, corresponding scenarios have been used as test cases on the early stages of development. In other words, the choice of models, modeling components and setting used in this paper have been chosen to demonstrate capabilities of PULSE in evacuation modeling. Here we illuminate the features of PULSE through multi-model simulation of two scales of evacuation: building- and district-level egress. To illustrate how these two levels can be merged together in the actual scenario, we addressed flood-triggered evacuation from the mass gathering venue in one of the isolated areas of Saint-Petersburg, Russia—Vasilyevsky Island.

Majority of injuries that participants sustain during mass gathering and evacuation disasters is related to crushing and asphyxiation. With this in mind, we introduce a feature that allows calculating the pressure that emerges between agents and obstacles in dense congregations. Most pedestrian models operate with density and flow characteristics that have empirically been proven to be less reliable than crowd pressure at indicating trauma in crowds [2].

The paper is structured as follows: Section 2 presents background information and related work on coupling models in computational science. An outline of the proposed methodology is presented in Section 3. Section 4 highlights two levels of models used in the case study. Section 5 is dedicated to listing the experimental setting for the empirical study. Finally, we discuss our results together with the conclusion and prospective improvements of the described methodology.

2. Related work

Though the use of multimodel agent-based simulations is not limited to the domains of computational social science, evacuation behavior simulation, urban planning, and pedestrian modeling, the present paper is focused primarily on the models, frameworks and environments that address the issues topical for these spheres of scientific investigation. Analytical survey of existing approaches, typical issues, and theoretical basics of the multi-level simulation are discussed by Morvan [3], Gil-Quijano et al. [4], and Gilbert and Troitzsch [5]. Multi-model, as well as multiscale and multilevel simulations, have received significant interest from researchers in different fields [4]. However, the terms multi-model or multi-level simulation seem ambiguous. It is due to the fact that comprehensive conceptual papers remain few and they leave the choice of terminology to the discretion of the researcher. Existing approaches in multi-model modeling lack ready-to-use solutions and languages, while tending towards context- or domain-specific systems [6]. In particular, as [7] claims, currently-utilized models do not exhibit simultaneous representation of agents, and even interactions between agents are not properly articulated—these are points which we partially address in this paper.

The most widely-accepted approach in emergency evacuation research simulations is the coupling of human behavior-related models with the ones that represent the physical properties of the hazard. For instance, Jalali et al. [8] propose a reflective middleware, or a meta-model, that links and synchronizes existing heterogeneous models through loose coupling, which helps overcome the limitations of existing approaches to model integration (represented by the standards that allow the coupling of the freshly-developed simulators). As a result, a multi-level emergency simulator that is capable of reproducing the interaction of factors, such as spread of fire and its by-products, evacuation behavior, and dynamics of communication systems, is obtained. Camus et al. [9] also propose to integrate models into common systems through the use of a meta-model. However, the domain for this implementation is specific—reproduce behavior of evacuees in the case of a tsunami-triggered evacuation. It is also worth mentioning that the absence of post-productive integration of models is widely discussed in the domain of multi-level and multi-model simulations since the previously-presented approaches are built around highly abstract languages like MIMOSE and SmallTalk [10], and do not provide this capability, which might strongly affect the effectiveness of the developmental process in a negative way. Korhonen et al. [11] look into a problem analogous to the one described in [8], yet they consider only two components to be integrated into the simulator—the already-existing fire dynamics simulator extended with the evacuation behavior module. In [12], authors go even further in their attempt to specify the approach for integrating models that represent physical space of a tall building, fire hazard dynamics, and the complex evacuation behavior of intelligent agents, and propose an augmented reality-based solution that allows the processing of real-world sensor data. It may be claimed that the ambition of creating multi-level models for single-hazard or single-case coexists with attempts to produce complex interactive “serious game” architectures and training environments that consider a large variety of scenarios, levels, and scales aimed to meet the demands formulated by military and civic authorities [13].

To position this paper in the multi-level and multimodel discourse, a comparison with conceptual elaborations of the approach in the field is presented. For instance, in the work of Gilbert and Troitzsch [5], the authors characterize multi-level models as being able to reproduce more than two levels of abstraction, with each of them inhabited by complex, but not necessarily numerous, communicating agents. The model described here may be considered complying partially with this description since the number of simulated agents is significant and the communication between the agents of different levels might be described as replication of agents leaving one level of the model to another one. As
Morvan claims in his extensive research on current approaches to multi-level simulations [3], there are three predominating problems that multi-level simulation seeks to address: (a) modeling cross-level interactions, (b) heterogeneous models coupling, and (c) contextual adaptation of different levels of detail in order to optimize computational resources. Nevertheless, the question of defining multi-level modeling and conceptualizing the corresponding approaches is still open. Gil-Quijano et al. [4] claim that many multi-level models are in fact focused on the reproduction of a predefined single level, whereas other perspectives emerge in the observers’ view, which may be as well interpreted as a criterion. Gil-Quijano et al. also claim that the “emergentist” approach is not reasonable on a large scale. Contrary to this statement, however, it is assumed in this paper that there are cases that require and allow detailed simulations of different levels that consider agents as the primary simulated entities, as opposed to flows and aggregated groups. With regard to weak and strong integrations that are outlined in [3], we propose a hybrid option—an environment that brings together models that share agents, which is a requirement for strong integration. At the same time allowing a single type of environmental objects or connectors between models, which does not allow it to fully ascribe to either forms of integration.

3. Methodology

The PULSE environment is divided into three systems namely: agents’ behavior module, model integration, and analytical unit. Each of the systems is flexible enough to incorporate a number of subsystems—both native (developed in PULSE directly by its agent-based framework) and external (already-existing models, with or with no available source code). Apart from various domain-specific models and analytical tools, the environment also supports assimilation of data from various sources, such as fractional video feed data and mobile device tracking information. All of the elements that can be potentially incorporated according to a specific task are bound by the composite environment. Here we draft the setup that is designed specifically for the evacuation simulation experiments that will be discussed in the Section 5 of this paper. Specifically for this setting, two integrated agent behavior modules generate the input for the crowd pressure calculator that is plugged into the analytical module.

3.1. Agents’ behavior module

In agent-based modeling of pedestrian movement, agents are autonomous entities capable of operating within a given environment, interacting with other agents, and adjusting their behavior accordingly. We use discrete event agent-based modeling [14] with fixed, but configurable time step. The agents’ behavior is defined by rules, which are formal conditional constructions that provide decision alternatives assigned to particular circumstances. The behavior of pedestrian agents, which are based on available data, users’ preferences or relevant tasks, can be tuned through a number of subsystems and these are described as follows:

1. WorldKnowledge is a filter-like module that provides information about the surroundings that is available to the agent. This information includes the features of the modeled space to which access can be discretionally restricted according to the perception range and role of agent.
2. PlanningSystem is responsible for defining high-level activities of agents. By default, we use probabilistic queuing that attributes each action to a certain probability.
3. BehaviorSystem represents the detailed behavior of an agent for all cases within the model (i.e. doing an ongoing activity). We use our own implementation of Marzinotto et al. [15] behavior tree, which is flexible behavior mechanisms, providing modularity [16].
4. NavigationSystem helps agents find their paths towards objects. This is one of the subsystems that can be implemented in different ways and thus are easy to replace. We use simple Euclidean movement for simple cases, shortest path navigation on graph with A* algorithm, and our implementation of navigation fields [17,18] if we need to reproduce more detailed movements. These mechanisms cover most required cases, however the subsystem could also be overloaded by other implementations.
5. MovementSystem is used for local movements of agents and can include collision avoidance in those cases where movement of agents can be significantly altered by impenetrable obstacles and other agents (which is common in pedestrian simulations). For some cases, when we need Euclidean movement collision avoidance is also not necessary. In accordance with evaluations made in previous surveys of models [19], we have chosen and implemented RVO [20] and Social Force [21] models.

The subsystems presented above have been labeled as for the sake of convenience and represent abstract features that an agent in the environment can possess. Unlike subsystem 1 that can only determine what amount of information is available to an agent at a given time, subsystems 2–5 can be replaced equivalently, extended, used in an ensemble [22], or removed altogether in some cases.

3.2. Model integration

Model coupling in PULSE is maintained through the following constructions: (a) common space and (b) abstract commonly controlled agents. These have been developed as to meet specific demands that might arise in crowd-related research. For instance, in some cases, a user, who possesses the default pedestrian model, may need to simulate movement inside a building. Hence, expansion of the initial functionality of the model is only necessary. Fig. 2 depicts the general scheme of multimodel approach for building-district case. Generally, there are two key options: (a) implement the required logic in the basic model, (b) take an already-existing model or develop a new model and integrate it with the primary model. The second option, however, has better opportunities for model reusability.

Fig. 1 presents two forms of common-space integration implemented in PULSE: (a) inside the model, that model called primary (b) and outside. Models used in PULSE can be classified into native (developed in PULSE directly by its agent-based framework) and external (already-existing models, with or with no available source code). Model 1 in the first type of integration
In order to support the exchange of data between models in real time execution—a feature that is important for time-stepped models, such as agent-based models, it is necessary to implement additional methods of interaction. With this in mind, we introduce the concept of abstract commonly controlled agents (abstract agents, Fig. 2), whose key features are agent representation in an abstract model-independent space (common space), and agent management by a number of models. All entities are mapped in the common space, regardless of the model they actually exist in. Entities can then interact with each other during the simulation given that their actual models support the behavior. An abstract agent can be handled by one model (e.g. district model) on the first iteration, but after a few iterations the actions of the same agent can be administered by another model (e.g. building model) say if the abstract agent enters a building. In the perspective of the common space, however, this is still the same agent. With additional middleware, the common space can be represented as a single model for the user, despite having hidden internal models. The two models (district and building models) used in testing our platform as shown in Fig. 2 will be discussed in detail in Section 4.

Abstract commonly controlled agents (abstract agents) are agents operating in the common space. The rules followed by abstract agents form a union of rules for all used models. For example, the rule movement allows the agent to move from starting point to destination. Mobilization of the abstract agent can be handled by the district model on the first iteration, but after a few iterations, the relocations of the same agent can be administered by the building model. The decision of the agent to move from the district level to the building is made within the planning system. Consequently, agents' spatial relocations are processed in the movement system. The key principles of this are outlined in Fig. 3. There are two types of integration that can be implemented through the agent constructor module. See Fig. 3. The first setting allows autonomous models to share space, but not interact with each other (which is suitable for cases where objects are isolated—i.e. modeling buildings). The second setting facilitates interactions between agents that are driven by the relevant submodules. These submodules in turn allow the simulations with agents to run. These are driven by different models, but are positioned in the same space. The synchronization of agents can be described by a simple algorithm. See listing 1. When transferring from one model to another, an agent is removed from the model that has governed its behavior previously. In order to maintain the agents’ state throughout the transition, additional data, apart from identifiers, mass, gender etc., is handled.

```
1: foreach A in AbstractAgentList;
2: if (isTimeToChangeModel)
3: A.ChangeControlModel(requiredModel)
4: A.step()

Listing 1: Integration by agents, control loop
```

The synchronization of models is described by a simple sequence (Fig. 4). Different models have their own internal representation of time and these time representations can either be absolute or relative. Accordingly, time steps can be regular (time-stepped models) or irregular (models, providing the set of events). If necessary, it is possible to use the offset, which is essentially the multiplier of time. All these factors contribute to the value of variable isTimeForStep for each model at a given step. The step incorporates receiving data from the model, sending new data.
Such an approach is robust, but this introduces a latency of up to several seconds. Real-time simulation strongly suffers from latency and waiting for acknowledgment is not acceptable. At the same time, real-time visualization is tolerable to some data loss, thus we choose UDP as the main transport layer for our system. To build up the protocol on top of UDP, we choose the following data types for transmission:

1. Snapshots are binary results of the modeling process containing all data required for data exchange and visualization.
2. Commands are binary chunks of data that represent instant activity, such as pressed buttons, mouse position, etc. Their main use is to control the simulation from the user interface. The size of user commands does not exceed several bytes.
3. Reliable Requests and Responses are data used for establishing virtual connection, reliable simulation control and data exchange. Reliable requests and responses implemented using acknowledgment packets with resending if protocol suspect packet loss.

The previous paragraph may raise the question on whether the use of both UDP for time-critical data and TCP for reliable data is necessary. The answer lies in the fact that both protocols are built on top of protocol IP. Internal implementation of TCP tends to induce UDP packet loss in mixed network traffic [24]. To avoid such effect, we opt at implementing reliable data transmission over UDP.

We use temporal coherence to compress snapshots data. Each snapshot contains its sequence number. When a client receives a snapshot, it adds acknowledgment to the user command. When the server receives a user command with acknowledgment, it then detects that a particular snapshot has been delivered. The server could now send compressed binary delta between the acknowledged snapshot and the snapshot that is being sent. If the event compressed snapshot is too big and does not fit into the maximum transmission unit (MTU) of communication protocol (1500 bytes for common networks), the servers then split the compressed snapshots into chunks. The probability of snapshot loss grows exponentially with increasing number of chunks. To prevent heavy snapshot loss, we implement a reliability procedure for snapshot chunks. Hence, if a new snapshot is not ready and the servers detect lost chunks, the server resends them.

3.3. Technical features of integration

Fig. 5 shows the diagram of the key integration interfaces. IPulseServer interface implementation is necessary for model integration. It follows a set of requirements. First off, it should be capable of initializing, loading and unloading the model, updating the state, managing commands and data. Data exchange is performed through snapshots, containing an identifier and a list of agents (in cases where they are used). Particular forms of snapshots should be implemented based on the type of data that need to be transferred.

Another major part of integration is data transmission between models, which perfectly fits the client–server architecture. Here we choose the transport layer for data transmission. Although Transmission Control Protocol (TCP) ensures data delivery, this type of protocol is not suitable for intensive data exchange (with low latency). 1%–5% of all packets are lost [23]. For this reason, TCP waits for acknowledgment packets to provide reliable delivery and resends packets in cases when it suspects that the packets are lost. Such an approach is robust, but this introduces a latency of up to several seconds. Real-time simulation strongly suffers from latency and waiting for acknowledgment is not acceptable. At the same time, real-time visualization is tolerable to some data loss, thus we choose UDP as the main transport layer for our system. To build up the protocol on top of UDP, we choose the following data types for transmission:

1. Snapshots are binary results of the modeling process containing all data required for data exchange and visualization.
2. Commands are binary chunks of data that represent instant activity, such as pressed buttons, mouse position, etc. Their main use is to control the simulation from the user interface. The size of user commands does not exceed several bytes.
3. Reliable Requests and Responses are data used for establishing virtual connection, reliable simulation control and data exchange. Reliable requests and responses implemented using acknowledgment packets with resending if protocol suspect packet loss.

The previous paragraph may raise the question on whether the use of both UDP for time-critical data and TCP for reliable data is necessary. The answer lies in the fact that both protocols are built on top of protocol IP. Internal implementation of TCP tends to induce UDP packet loss in mixed network traffic [24]. To avoid such effect, we opt at implementing reliable data transmission over UDP.

We use temporal coherence to compress snapshots data. Each snapshot contains its sequence number. When a client receives a snapshot, it adds acknowledgment to the user command. When the server receives a user command with acknowledgment, it then detects that a particular snapshot has been delivered. The server could now send compressed binary delta between the acknowledged snapshot and the snapshot that is being sent. If the event compressed snapshot is too big and does not fit into the maximum transmission unit (MTU) of communication protocol (1500 bytes for common networks), the servers then split the compressed snapshots into chunks. The probability of snapshot loss grows exponentially with increasing number of chunks. To prevent heavy snapshot loss, we implement a reliability procedure for snapshot chunks. Hence, if a new snapshot is not ready and the servers detect lost chunks, the server resends them.

3.4. Analytical unit

Classes that embody the code of the analytical unit are used to gather, record, and chart the data. Using these classes, a modeler defines data sources and hooks up recording or charting classes to these sources. Data can then be easily recorded in a tabular or customized format and charted in a sequence graph, histogram or user-defined plot. Most accidents pertaining to human crowds in the last decades show that fatal cases are often related to asphyxia because of crushing [25]. Pressure waves modeling, with the help of fundamental diagrams [26], which are usually used for quantitative assessment when simulating crowd movement, does not fully meet the demands of estimating the traumatic effects of crowd motion. Cases associated with static or almost static crowd fundamental diagram values (speed, density and flow) do not always give us information about possible dangerous zones. In order to collect this type of data, we introduce a metric called crowd pressure. Crowd pressure has been previously identified as more suitable for detecting dangerous zones in the crowd compared to density alone [2,27]. As suggested by the authors, pedestrians push each other in reaction to the increasing density of the crowd. This consequently increases the pressure. Note that the density value can remain the same in this case. Model-wise, this type of behavior can be reproduced through the use of agent-based modeling (flow- and particle-based models do not
provide necessary level of detailization of pedestrian behavior) so that agents assess crowd conditions and adapt their behavior accordingly (i.e. increase velocity to escape the point of critical pressure). An example of crowd pressure calculation is highlighted in a sample snapshot of the application in Fig. 6.

Lee and Hughes in [28] used standard forward–backward autoregressive modeling to predict crowd pressure. For agent-based models, however, this metric can be achieved through the use of force-based models. In this paper, we use our implementation of social force model to calculate the crowd pressure [21]. However, there are existing empirical studies of pressure in crowds that describe thresholds of time and force in newtons. Evans and Hayden in [29] performed tests on live subjects to find push tolerance for males and females. Moreover, Hopkins et al. [30] estimated thresholds for crush asphyxia as 6227N in 15 s or 1112N in 4–6 min. These values characterize the moments of onset of asphyxia that is the main risk associated with being in a dense crowd. Despite these developments in research, it is still difficult to connect the current pressure model and the real pressure values due to lack of data. Additional research needs to be done, which includes pressure measurement and calibration of agent-based model to data at the same time.

Our crowd pressure model gives a relative value that indicates a potentially dangerous area in which the relative pressure is abnormally high. To calculate pressure, we use internals of social force model. Note that it is also possible to use any force-based model. The current pressure on the agent is calculated according to the following formula:

\[ p = \sum_{\beta} \vec{F}_{\alpha\beta}(\vec{e}_\alpha, \vec{r}_\alpha - \vec{r}_\beta). \]  

In this expression \( p \) refers to the total repulsive effect of other agents (i.e. how other pedestrians \( \beta \) affect the current one) to a particular agent \( \alpha \). \( \vec{F}_{\alpha\beta} \) is repulsion force between agents \( \alpha \) and \( \beta \), \( \vec{r} \) is actual position and \( \vec{e} \) is desired direction of agent.

4. Models

Two agent-based models—district-scale and building-scale models, are used for prototyping the multi-level environment for evacuation using multi-agent simulations. The building-scale model, which was built “from the ground up”, simulates residential dynamics in buildings and other closed spaces while the district-scale model, a modified version of the authors’ previous work [31], aims at a higher level of representing pedestrian dynamics. These models are both multi-agent, use the activity approach to path planning, and have common mechanisms of representing the heterogeneity of physical profiles of agents. Despite having similarities, these models also differ in terms of the variance in scales of representation of corresponding simulated environments. For instance, the district-scale model does not presuppose the level of detailization of agents’ pedestrian behavior that cannot be neglected in the building evacuation model. The coupling of the models in question has been performed using PULSE—the multi-model integration framework. The following subsections describe the models used for simulating the case investigated in the present paper and the tool used for their interaction and integration.

4.1. Building model

The building model environment \( E \) is presented as a pseudo-3D continuous space, i.e. a set of interconnected two-dimensional levels. It is composed of the following elements: (a) points of interest, (b) navigation route graph that links the points of interest, (c) impenetrable obstacles and (d) portals (uni- and bidirectional). Points of interest are objects that attract agents and imply potential interactions that can take various amounts of time. Examples of points of interests are seats, bar counters, tables at the waiting area or ticket office in the cinema. The route graph facilitates the connection of the points of interest that reflect the most common relocation patterns and sequences. Obstacles are solid objects such as walls through which agents cannot pass through. Portals allow agents to move between two-dimensional levels (using the stairs and elevators), around the same level or out of the building.

The model uses the following types of input data:

1. Building floorplans (composition of levels in a building). Each floorplan includes information on the walls, obstacles, points of interest and waypoint-based route graph.
2. Cinema movie sessions schedule.
3. Description of the agent role structure (cinema activities for visitors and staff).
4. Description of the physical classes of agents represented in the simulation (which lays the foundations for the estimation of the maximum speed and other movement attributes).

5. Data on number and characteristics of agents entering the building.

It is worth mentioning that the datasets matching the types of data 1–4 are static and thus configured as separate files, whereas the data on agents entering the building can be both static and dynamic. In the case when the datasets are dynamic, the generation of agents on a particular level is dependent on the input from another model (for instance, an agent leaving the district-scale modeled space through the portal that marks the entrance to the cinema is transferred to the cinema-scale model). The example of the cinema building floorplan is presented in Fig. 7 and is composed of the following key objects: 1-main entrance, 2-ticket offices, 3-waiting area, 4-bar, 5-service entrance, 6-cloakroom, 7-toilets, 8-seat places, 9-staff rooms, 10-s floor stairs (staff only), 11-emergency exits, 12-screen.

Agents operating within the environment of the building scale model are virtual “staff” and “visitors” corresponding to the physical space being modeled: \( A_b = \{A_{1,b}, A_{2,b}, \ldots, A_{n,b}\} \subseteq A \). Each agent is described through a combination of internal features (current position, nearest desired position or point of interest, present speed, maximum speed, performed and scheduled activities) and behavioral rules. The latter are linked to the functional rules (representing the generalized “purposes” of agents’ presence and aims of the corresponding relocations within the modeled environment) allocated to the agents’ population. Each agent is allocated strictly to a single role at a time. For the cinema case, a function-based composition of the population of agents has been developed with two major classes: visitors and cinema staff members, defining the attributed mandatory primary points that set the basic route. For instance, in the case of a cinema visitor, these points are the entrance, seat location, and entrance or exit portals. Complementary to them, a number of subdivisions based on gender, intention to visit the bar, necessity and purpose of visiting the toilets, type of ticket, etc. has been elaborated to demarcate the probabilistic alternatives for secondary activities; after the movie is over, an agent may either visit the toilet and the cloakroom or proceed straight to the exit.

In order to bind the behavioral patterns of the simulated agents to the physical environment that they are operating in, a set of navigational and path-planning mechanisms has been composed based upon the adaptation of the solutions presented in [18]. The resulting multilayer navigation approach is built from the activity scheduling, path planning and micro-level components. Since each agent has a functional role and an appropriate schedule, his path is merged from the sequences of primary and secondary activity points that are thus linked by the operational waypoints of the navigation graph. Because two waypoints can communicate in a number of ways, in order to facilitate optimal relocations, agents’ travel along the graph vertices is informed by the A* algorithm. Potential collisions with stationary objects and other agents are solved with the use of the modified Social Force approach first presented in [21]. This is force-based model, which means that all the interactions related to agent movements are regulated by the forces, for example attraction force between agent and his goal, repulsion force between agents or repulsive force between agents and obstacles. The calibration of model is based on empirical video data of pedestrian flow. The method is presented in [32].

\( R_b \) — Building scale model rules:
\[ W_b \subseteq R_b \] — In-building warning behavior rules. Rules whose execution is triggered as soon as an agent receives the warning message urging it to leave the building immediately.
\[ C_b \subseteq R_b \] — In-cinema general behavior rules. The execution of this set of rules flows from the very moment an agent enters the cinema building. Each visiting agent is obliged to buy a ticket (or to collect a pre-booked one) and proceed to the designated seat. With a certain probability that is imposed imperatively, an agent can use the cloakroom, go to the bar, waiting area or the toilet.
\[ L_b \subseteq R_b \] — Leaving-the-cinema rules. The rule is brought into execution when the agent leaves the building. Agent only uses the usual exits. Further regulations of the agent as well as his coordinates are delegated to the district model.
\[ E_b \subseteq R_b \] — Evacuate-the-cinema rules. Similar to \( L_b \) rules, but agent can use emergency exit. This rule is active only after evacuation notification.

4.2. District model

The district/city scale model is an elaborated version of the multi-agent model described in [31]. In its current state, the model has not only received a significant degree of autonomy but has served as the cornerstone for the integration of other models within the PULSE environment. The inputs for this model are:

1. City infrastructure data. This includes information about walls, obstacles, buildings, points of interest and road graph.
2. Cinema movie sessions schedule.
3. Description of the agent role structure (activity chains for social-economy classes).
4. Description of physical classes of agents represented in the simulation.
5. Initial distribution of agents in the modeled area (350k agents for Vasilyevsky Island, St. Petersburg).
\[ A_d = \{A_{1,d}, A_{2,d}, \ldots, A_{n,d}\} \subseteq A \] — District scale model agents,
\[ R_d \] — district scale model rules:
\[ D_b \subseteq R_d \] — Daily behavior rules. Following these rules, agents visit only points of activity that correlate with their socio-economic status (for instance, office buildings, universities, specific shops, leisure facilities etc.).
\[ B_b \subseteq R_d \] — Simple building rules. When agent enter in the building, which is not represented by separate model, he just wait there required amount of time, without special simulation of his activities or movements inside this building.
\[ C_b \subseteq R_d \] — Building-entering rules. The described type of rules serves as basis for the regulation of the behavior of agents entering the cinema building. Having entered the building, agents’ properties (such as coordinates) migrate to the building-scale model.

The example of agent’s daily schedule and visualization of current agent density are represented on Fig. 8.
5. Multimodel evacuation simulation: Case study

The aim of this section is to illustrate the idea that a wide variety of research can be carried out by using a set of integrated models where specific scales and levels (as well as points of view) are represented by separate models. For instance, it can be applied to study the dynamics of evacuation in a city area struck by a flood [33]. Flood, in this case, serves as a trigger for evacuation and a factor that can affect its dynamics.

The district-scale model provides a common space here, whereas the building-scale model serves as a secondary model. A method of commonly controlled agents is applied to ensure the integration of the agents used in both models. Moreover, it provides models with a capacity to exchange data in real time. With regard to spatial integration, agents that are operating within the secondary model (building-scale model) are also mapped on the common space (in this case—the one offered by the district-scale model), but their behavior is governed by the subsystems from the former model. In other words, from the users’ perspective, there is no difference where particular agent is modeled, since it is mapped on the common space. Fig. 9 shows the example of integration of the two models through common space and PULSE.

We note that the results of the original research for the emergency evacuation dynamics is not among the prime objectives of this paper. In other words, the setting that we use has been extended with a simple model of emergency evacuation precisely for the purpose of testing the concept.

The following is the description of the proposed simulation scenario. First, we reproduce the daily commute and shopping/leisure travel dynamics on Vasilyevsky Island (St. Petersburg, Russian Federation) using the district-scale model. It is assumed that some agents attend the cinema as a form of social and recreational activity. From the district-scale model, a set of agents is derived and handled (as soon as agents arrive to the cinema prior to the start of the session) to the lower level represented by the model of pedestrian indoor behavior. After entering the building, agents perform a series of activities that are built from obligatory (activities that cannot be skipped such as entering the building, taking seat, and evacuating the building) and optional (visiting the café, restrooms, etc.) activities. Within the time frame of the session, agents receive alarm notification urging them to evacuate immediately from the building. Agents (both representing staff and visitors) attempt to leave the building using the shortest available route.

The global set of agents ($A$) consists of two subsets, representing the agents governed by separate models: $A = A_b \cup A_d$. Thus $A_c \subseteq A$—agents visiting cinema. For the described experiment, it is true that each agent belonging to $A_c$ keeps his/her affiliation with the set even after leaving the cinema building. The results of the experiments are presented in Fig. 10. Agents’ arrival to the cinema is suggested as a non-random process, which can be inferred from the plot. It is determined by district/city-scale model and the distribution of agents’ daily activities. The service time is deterministic given the limited number of services (only one—the cinema). After the emergency notification is disseminated, all agents quickly leave the building. In simulation terms, when an agent leaves the cinema, he/she loses the connection with the building model and becomes linked to the city/district-scale model.
Fig. 11 depicts the ensembles of the crowd pressure metric values near four different exits from the cinema building. Each of the graphs represents a set of single-run experiments (with a given quantity of agents generated for each of them). The number of agents “attending” a movie (200, 250, 300, 350 and 400 agents) have been explored to achieve these results. As it can be derived from the graphs, increasing quantities of agents produce higher levels of fluctuation in crowd pressure. However, it can be inferred that an upsurge in the number of agents involved in the simulation insignificantly adds to the inter-agent pressure and is equally fair for each of the exits. The entrance, on the other hand, serves as a balanced egress choice as it provides agents with more space to navigate. Top exits hinder the relocations of agents given the spatial constraints in the adjacent area. Moreover, top exits are closer to the central hall and thus provide a faster, yet less “comfortable” alternative to rear right exit, as it is not preceded with the crowd routing fences.

6. Scalability research

In order to explore the scalability of the methods presented, we performed a simple test that includes two series of experiments. The first series depicts scalability by agents (Fig. 12(a)) for the following: (1) model with simple movement system (no social force or RVO models), (2) model with our implementation of social force, and (3) data overheads for the assimilation of an exact amount of agents to common space. The number of agents was altered up to 1 million.

Scalability by number of secondary models was studied as well (Fig. 12(b)). We have ranged the number of agents as in the previous experiment: (1) up to 100 000 agents for one secondary model, and (2) every secondary model added 10 000 agents.

We see a linear relationship for all measured values with the count of agents (Fig. 12(a)). Thus, computation time for one model will increase linearly with the number of agents regardless of the choice of model either with or without social force as well as overhead processing.

However, if we not only vary the number of agents, but also the number of secondary models connected to common space, we no longer see a linear time growth compared to that of only one secondary model operating on the same total amount of agents (Fig. 12(b)).

In this case study, we used parallel implementation of the system and ran it on one PC. Parallel computation is ensured through the execution of different models as independent threads within a single application. In addition, the models are parallel. To achieve this OpenMP and .Net TPL technologies were used.

All series of experiments have been performed on PCs with the following build: quad-core Intel i7-5820k CPU 3.3 GHz, 16 GB Ram, 1 GB/s network.

7. Discussion and conclusion

In this paper we have presented a methodology that can be used for conducting complex experiments involving multiple agent-based models. It is suggested that the behavior of agents can be tuned with the modular structure consisting of flexible sets of compatible units (described in Section 3.1): informational, planning, decision-making mechanisms, navigation and collision avoidance subsystems. To solve the issue of coordinating the operation of models, we also proposed a method of model integration (described in Section 3.2) using common virtual space and abstract common agents. These help us achieve a clear interaction between different models and their entities—agents. In order to initiate the analytical module, we have suggested using crowd pressure calculator as it represents a major factor of injuries in dense crowds. This analytical unit (described in Section 3.3) has been designed specifically to present corresponding estimates in a comprehensible visual form. It uses the environment to collect, register, and chart information about the pressure between agents and obstacles. As output, the module serves the data on relative pressure that allows to identify extreme pressure points.

It has been mentioned throughout the work that although PULSE supports crowd pressure estimation, additional empirical research is yet required to calibrate models to empirical data. More precisely, a methodology for translating actual metrics into model parameter values is required. Additionally, results of the experiments (Section 5) suggest that crowd pressure starts to oscillate along with increasing number of agents involved into the simulation. This observation foreshadows the extension of the
application of the module for studying pressure waves (by analogy with density waves).

The techniques mentioned above were implemented in the PULSE simulation environment. The PULSE project is an open source solution distributed with MIT license and is openly available via GitHub [1]. It has three areas of application: (1) flexible agent-based model constructor application, (2) middleware model integration support, and (3) simulation analysis and visualization. In order to exhibit its applicability, we have run a set of multi-model evacuation simulations. Two models were used in the experiments: (a) the building-scale model that was implemented to simulate the egress of agents from the cinema, and (b) the city/district-scale model that was used to simulate the daily activity of virtual agents at Vasilyevsky Island area (Saint-Petersburg, Russia). Both models were implemented, integrated, and analyzed through the agent-based library from the PULSE. It is worth noticing that the chosen models and corresponding modules related to data analysis and agent behavior have been chosen in accordance with the aim of illustrating the case where model integration is crucial.

Scalability tests show that time step increases linearly when a single model is used. However, an increase in the number of models leads to a change in the form of computation time growth. This casts certain limitations on real-time simulations, as increased numbers of agents and models may significantly slow down the calculations. Moreover, network data transfer shall be studied as well, since overhead has been analyzed here with regard to processing data that has already been received. As such kind of research requires additional methodology and metrics that are outside the scope of this paper. However, we suggest to explore these in future works. Distributed execution was implemented through the UDP protocol. However, as previously mentioned, it has not been researched yet. The distribution of our system is another topic aimed for a separate research, which will be conducted in the future. This research should include different protocols, as well as integration with cloud-based platforms that will be responsible for dynamic allocation of computing resources.

At this point, we have gained plausible results from integrating models for the case derived from the area of emergency crowd management (planning and assessing the evacuation of the visitors of an entertainment facility). In order to provide the presented methodology with more elaborated test, we plan to integrate the proposed scheme into the operational decision-support system in attempt to improve the provision of information, which would assist practice of planners and rescue service officials. To widen the scope of application of the methodology described here, we are looking forward to reproducing other scenarios. These may replicate various interplaying urban processes or other cases from planning and management.

Moreover, we plan to make a few important extensions to PULSE and the related models. One of our current works in-progress is focused on PULSE, its infrastructure and code base. We plan to improve the agents’ navigation system and extend it by introducing new levels and scales (in addition to planning, pathfinding and collision avoidance). One of the improvements we are planning to implement in the nearest perspective is the integration of the district/city model (also known as the virtual society model) and a traffic model.
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